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################  
# 11 월 8 일  
################  
#물어볼 것 table3 tidy data 인지? - 각 값은 각자의 cell 가지고 있기 때문임  
  
  
  
##################  
# Other strategies  
# 모든 자료를 character 로 읽은 후 col\_type 지정  
# col(): Create column specification 강제로 자료 형태 지정  
# .default: 디폴트로 자료 형태 지정 Any named columns not explicitly overridden in ... will be read with this column type.  
challenge2 <- read\_csv(readr\_example("challenge.csv"),  
 col\_types=cols(.default=col\_character()))   
challenge2

## # A tibble: 2,000 x 2  
## x y   
## <chr> <chr>  
## 1 404 <NA>   
## 2 4172 <NA>   
## 3 3004 <NA>   
## 4 787 <NA>   
## 5 37 <NA>   
## 6 2332 <NA>   
## 7 2489 <NA>   
## 8 1449 <NA>   
## 9 3665 <NA>   
## 10 3863 <NA>   
## # ... with 1,990 more rows

tail(challenge2)

## # A tibble: 6 x 2  
## x y   
## <chr> <chr>   
## 1 0.805274312151596 2019-11-21  
## 2 0.1635163405444473 2018-03-29  
## 3 0.47193897631950676 2014-08-04  
## 4 0.7183186465408653 2015-08-16  
## 5 0.26987858884967864 2020-02-04  
## 6 0.608237189007923 2019-01-06

# type\_convert() : type 에 맞게 column type 바꿔준다  
# you can read the columns in as character, clean it up with (e.g.) regular expressions and then let readr take another stab at parsing it.  
challenge3 <- type\_convert(challenge2)

## Parsed with column specification:  
## cols(  
## x = col\_double(),  
## y = col\_date(format = "")  
## )

challenge3

## # A tibble: 2,000 x 2  
## x y   
## <dbl> <date>   
## 1 404 NA   
## 2 4172 NA   
## 3 3004 NA   
## 4 787 NA   
## 5 37 NA   
## 6 2332 NA   
## 7 2489 NA   
## 8 1449 NA   
## 9 3665 NA   
## 10 3863 NA   
## # ... with 1,990 more rows

tail(challenge3)

## # A tibble: 6 x 2  
## x y   
## <dbl> <date>   
## 1 0.805 2019-11-21  
## 2 0.164 2018-03-29  
## 3 0.472 2014-08-04  
## 4 0.718 2015-08-16  
## 5 0.270 2020-02-04  
## 6 0.608 2019-01-06

# n\_max 옵션을 이용하여 자료의 읽부를 읽어 문제를 해결한 후에 전체 자료를 읽는 것이 좋다  
# 심각한 parising 문제가 있는 경우에는 read\_lines(), read\_file()을 아용하여  
# character 로 자료를 읽은 후 format 등을 이용하여 parsing  
  
#####################  
# Writing to a file  
# write\_csv() 와 write\_tsv()  
# – string 은 UTF-8 로 encoding  
# – date, date-time 은 ISO8601 format 으로 저장.  
# write\_excel\_csv(): excel 파일로 저장  
# – 파일의 시작 부분에 UTF-8 로 encoding 을 하고 있다는 것을 excel 에 알려주는 특별 문자(“byte order mark”)를 써줌  
getwd()

## [1] "C:/Users/HS/Documents/GitHub/Statistical-Graphics-with-Big-Data/Study for tidy"

write\_csv(challenge3, "ch.csv")  
# csv 로 저장할 때에는 type 에 대한 정보는 잃어버림  
read\_csv("ch.csv")

## Parsed with column specification:  
## cols(  
## x = col\_integer(),  
## y = col\_character()  
## )

## Warning in rbind(names(probs), probs\_f): number of columns of result is not  
## a multiple of vector length (arg 1)

## Warning: 1000 parsing failures.  
## row # A tibble: 5 x 5 col row col expected actual file expected <int> <chr> <chr> <chr> <chr> actual 1 1001 x no trailing characters .23837975086644292 'ch.csv' file 2 1002 x no trailing characters .41167997173033655 'ch.csv' row 3 1003 x no trailing characters .7460716762579978 'ch.csv' col 4 1004 x no trailing characters .723450553836301 'ch.csv' expected 5 1005 x no trailing characters .614524137461558 'ch.csv'  
## ... ................. ... ................................................................ ........ ................................................................ ...... ................................................................ .... ................................................................ ... ................................................................ ... ................................................................ ........ ................................................................  
## See problems(...) for more details.

## # A tibble: 2,000 x 2  
## x y   
## <int> <chr>  
## 1 404 <NA>   
## 2 4172 <NA>   
## 3 3004 <NA>   
## 4 787 <NA>   
## 5 37 <NA>   
## 6 2332 <NA>   
## 7 2489 <NA>   
## 8 1449 <NA>   
## 9 3665 <NA>   
## 10 3863 <NA>   
## # ... with 1,990 more rows

# write\_rds()와 read\_rds()를 이용.  
# – R 의 기본함수인 saveRDS()와 readRDS()에 해당  
# – binary format 으로 저장  
write\_rds(challenge3, "ch.rds") # 정보손실 x  
A <- read\_rds("ch.rds")  
A

## # A tibble: 2,000 x 2  
## x y   
## <dbl> <date>   
## 1 404 NA   
## 2 4172 NA   
## 3 3004 NA   
## 4 787 NA   
## 5 37 NA   
## 6 2332 NA   
## 7 2489 NA   
## 8 1449 NA   
## 9 3665 NA   
## 10 3863 NA   
## # ... with 1,990 more rows

#####################  
# 드디어 나왔다 Tidy data  
# dataset 을 tidy 하게 만들기 위한 3 가지의 기본 규칙  
# - 각 변수는 각자의 column 을 가지고 있어야 한다.  
# - 각 observation 은 각자의 row 를 가지고 있어야 한다.  
# - 각 값은 각자의 cell 을 가지고 있어야 한다.  
  
# Tidy 자료   
# 1. 각 변수는 각자의 column을 가지고 있어야 한다  
# 2. 각 observation은 각각의 row를 가지고 있어야 한다  
# 3. 각 값은 각자의 cell 을 가지고 있어야 한다  
  
# Tidy 자료의 장점  
# 1. 자료를 저장하는데에 일관된 방법을 제공하고 이후 작업을 위한 도구들을 이에 맞춰 개발하므로 배우기 쉽다  
# 2. 변수를 column 으로 놓는 것은 특히 유용하다   
# R의 내장된 함수들은 vector를 기본으로 하고 있으므로 tidy data 를 vector 로 변환하는 것이 유용  
  
  
table1 # tidy data O

## # A tibble: 6 x 4  
## country year cases population  
## <chr> <int> <int> <int>  
## 1 Afghanistan 1999 745 19987071  
## 2 Afghanistan 2000 2666 20595360  
## 3 Brazil 1999 37737 172006362  
## 4 Brazil 2000 80488 174504898  
## 5 China 1999 212258 1272915272  
## 6 China 2000 213766 1280428583

table2 # tidy data 아님 - 하나의 observation 이 두 2 rows에 있음. 각 나라, 연도별로 type, count 한 행을 두행으로 표현

## # A tibble: 12 x 4  
## country year type count  
## <chr> <int> <chr> <int>  
## 1 Afghanistan 1999 cases 745  
## 2 Afghanistan 1999 population 19987071  
## 3 Afghanistan 2000 cases 2666  
## 4 Afghanistan 2000 population 20595360  
## 5 Brazil 1999 cases 37737  
## 6 Brazil 1999 population 172006362  
## 7 Brazil 2000 cases 80488  
## 8 Brazil 2000 population 174504898  
## 9 China 1999 cases 212258  
## 10 China 1999 population 1272915272  
## 11 China 2000 cases 213766  
## 12 China 2000 population 1280428583

table3 # tidy data 아님 - 하나의 column 에 두 2 variables의 값을 가지고 있음. 한줄에 나타나있긴 하지만 한칸에 두개

## # A tibble: 6 x 3  
## country year rate   
## \* <chr> <int> <chr>   
## 1 Afghanistan 1999 745/19987071   
## 2 Afghanistan 2000 2666/20595360   
## 3 Brazil 1999 37737/172006362   
## 4 Brazil 2000 80488/174504898   
## 5 China 1999 212258/1272915272  
## 6 China 2000 213766/1280428583

table4a # tidy data 아님 - year 이라는 variables가 여러2columns에 걸쳐져 있음

## # A tibble: 3 x 3  
## country `1999` `2000`  
## \* <chr> <int> <int>  
## 1 Afghanistan 745 2666  
## 2 Brazil 37737 80488  
## 3 China 212258 213766

table4b # tidy data 아님 - t4a, t4b 두개의 table 로 저장되어 있음

## # A tibble: 3 x 3  
## country `1999` `2000`  
## \* <chr> <int> <int>  
## 1 Afghanistan 19987071 20595360  
## 2 Brazil 172006362 174504898  
## 3 China 1272915272 1280428583

# table1 이 tidy data 인 것이다!  
# tidy 데이터는 자료를 다루기 쉽다. 별다른 전처리 없이 rate 계산 가능  
table1 %>% mutate(rate = cases/population\*10000)

## Warning: package 'bindrcpp' was built under R version 3.5.1

## # A tibble: 6 x 5  
## country year cases population rate  
## <chr> <int> <int> <int> <dbl>  
## 1 Afghanistan 1999 745 19987071 0.373  
## 2 Afghanistan 2000 2666 20595360 1.29   
## 3 Brazil 1999 37737 172006362 2.19   
## 4 Brazil 2000 80488 174504898 4.61   
## 5 China 1999 212258 1272915272 1.67   
## 6 China 2000 213766 1280428583 1.67

table1 %>% count(year)

## # A tibble: 2 x 2  
## year n  
## <int> <int>  
## 1 1999 3  
## 2 2000 3

# Compute cases per year  
table1 %>% count(year, wt = cases)

## # A tibble: 2 x 2  
## year n  
## <int> <int>  
## 1 1999 250740  
## 2 2000 296920

745+37737+212258

## [1] 250740

2666+80488+213766

## [1] 296920

table1 %>% ggplot(aes(year, cases)) +  
 geom\_line(aes(group = country)) +   
 geom\_point(aes(color = country))
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# Visualise changes over time  
table1 %>% mutate(rate = cases/population\*10000) %>%   
 ggplot(aes(year, rate, group = country)) +   
 geom\_point() + geom\_line()

![](data:image/png;base64,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)

###############################  
## Spreading and gathering  
# 대부분의 자료는 모아지기 편리한 형태로 구성되어 있으므로  
# 분석하기 편한 tidy 형태로 만드는 작업이 필요  
# 1. 하나의 변수들을 multiple column 에 표현해야될 수 있다 -> tidy : gather  
# 2. 하나의 관측을 여러 줄에 표현해야 할 수 있다 -> tidy : spread  
  
  
####################  
# gathering  
# Gather takes multiple columns and collapses into key-value pairs, duplicating all other columns as needed.   
# You use gather() when you notice that you have columns that are not variables.  
  
# year 변수가 2 columns 에 걸쳐져 입력되어 있음  
# tidy 가 되기 위해서 한 column 에 한 variable  
  
# tidy 자료로 만들기 위해서 column 을 새로운 변수의 pair 로 만들어야함. 이를  
# gathering 이라고 함.  
# 이를 위하여 3 가지의 인자를 지정하는 것이 필요.  
# 1. 값을 나타내는 column 의 이름; table4a 에서는 1999 와 2000  
# 2. column 의 이름에 나타난 값을 위한 변수 이름 (key); ‘year’  
# 3. column 에서 가지고 있는 값을 저장하기 위한 변수 이름 (value);‘cases’  
  
gather(table4a, `1999`, `2000`, key = "YEAR", value = "CASES") # 변수명이 year 라는 새 변수명의 값으로 들어가야해

## # A tibble: 6 x 3  
## country YEAR CASES  
## <chr> <chr> <int>  
## 1 Afghanistan 1999 745  
## 2 Brazil 1999 37737  
## 3 China 1999 212258  
## 4 Afghanistan 2000 2666  
## 5 Brazil 2000 80488  
## 6 China 2000 213766

A <- gather(table4a, `1999`, `2000`, key = "YEAR", value = "CASES")  
B <- gather(table4a, `1999`, `2000`, key = "YEAR", value = "POPULATION")  
A

## # A tibble: 6 x 3  
## country YEAR CASES  
## <chr> <chr> <int>  
## 1 Afghanistan 1999 745  
## 2 Brazil 1999 37737  
## 3 China 1999 212258  
## 4 Afghanistan 2000 2666  
## 5 Brazil 2000 80488  
## 6 China 2000 213766

B

## # A tibble: 6 x 3  
## country YEAR POPULATION  
## <chr> <chr> <int>  
## 1 Afghanistan 1999 745  
## 2 Brazil 1999 37737  
## 3 China 1999 212258  
## 4 Afghanistan 2000 2666  
## 5 Brazil 2000 80488  
## 6 China 2000 213766

left\_join(A, B)

## Joining, by = c("country", "YEAR")

## # A tibble: 6 x 4  
## country YEAR CASES POPULATION  
## <chr> <chr> <int> <int>  
## 1 Afghanistan 1999 745 745  
## 2 Brazil 1999 37737 37737  
## 3 China 1999 212258 212258  
## 4 Afghanistan 2000 2666 2666  
## 5 Brazil 2000 80488 80488  
## 6 China 2000 213766 213766

####################  
# spreading  
# spreading 은 gathering 의 반대로 observation 이 여러줄에 나타날 때 이용  
# Spread a key-value pair across multiple columns. obs가 여러 줄에 나타났을 때!   
  
spread

## function (data, key, value, fill = NA, convert = FALSE, drop = TRUE,   
## sep = NULL)   
## {  
## UseMethod("spread")  
## }  
## <bytecode: 0x000000001ce3f700>  
## <environment: namespace:tidyr>

# 한가지 관측이 3 rows 에 입력되어 있음.   
# tidy 가 되기 위해서 한 row 에 한 variable  
# 위의 자료를 tidy 자료로 바꾸기 위해서는 두가지의 인자가 필요.  
# 1. 변수 이름이 저장되어 있는 key column: 여기서는 type  
# 2. 변수의 값이 저장되어 있는 value column: 여기서는 value  
  
table2

## # A tibble: 12 x 4  
## country year type count  
## <chr> <int> <chr> <int>  
## 1 Afghanistan 1999 cases 745  
## 2 Afghanistan 1999 population 19987071  
## 3 Afghanistan 2000 cases 2666  
## 4 Afghanistan 2000 population 20595360  
## 5 Brazil 1999 cases 37737  
## 6 Brazil 1999 population 172006362  
## 7 Brazil 2000 cases 80488  
## 8 Brazil 2000 population 174504898  
## 9 China 1999 cases 212258  
## 10 China 1999 population 1272915272  
## 11 China 2000 cases 213766  
## 12 China 2000 population 1280428583

spread(table2, key = type, value = count) # key = "새로운 변수명", value = 값

## # A tibble: 6 x 4  
## country year cases population  
## <chr> <int> <int> <int>  
## 1 Afghanistan 1999 745 19987071  
## 2 Afghanistan 2000 2666 20595360  
## 3 Brazil 1999 37737 172006362  
## 4 Brazil 2000 80488 174504898  
## 5 China 1999 212258 1272915272  
## 6 China 2000 213766 1280428583

###########################  
# Separateing and Uniting  
# table3 의 “하나의 column 에 두변수의 값”을 가지고 있는 문제를 separate()과 unite()을 이용하여 해결  
# Separate - character  
# 하나의 column 에 두 변수의 값을 가지고 있는 문제를 seperate() 와 unite() 로 구분  
separate

## function (data, col, into, sep = "[^[:alnum:]]+", remove = TRUE,   
## convert = FALSE, extra = "warn", fill = "warn", ...)   
## {  
## UseMethod("separate")  
## }  
## <bytecode: 0x000000001ce29620>  
## <environment: namespace:tidyr>

table3

## # A tibble: 6 x 3  
## country year rate   
## \* <chr> <int> <chr>   
## 1 Afghanistan 1999 745/19987071   
## 2 Afghanistan 2000 2666/20595360   
## 3 Brazil 1999 37737/172006362   
## 4 Brazil 2000 80488/174504898   
## 5 China 1999 212258/1272915272  
## 6 China 2000 213766/1280428583

separate(table3, rate, into = c("A", "B")) # rate 라는 변수를 A, B로 나누세요

## # A tibble: 6 x 4  
## country year A B   
## \* <chr> <int> <chr> <chr>   
## 1 Afghanistan 1999 745 19987071   
## 2 Afghanistan 2000 2666 20595360   
## 3 Brazil 1999 37737 172006362   
## 4 Brazil 2000 80488 174504898   
## 5 China 1999 212258 1272915272  
## 6 China 2000 213766 1280428583

separate(table3, rate, into = c("cases", "population")) # 쭉 보다가 숫자가 아닌 / 문자가 들어가서 거기에서 나누어줌

## # A tibble: 6 x 4  
## country year cases population  
## \* <chr> <int> <chr> <chr>   
## 1 Afghanistan 1999 745 19987071   
## 2 Afghanistan 2000 2666 20595360   
## 3 Brazil 1999 37737 172006362   
## 4 Brazil 2000 80488 174504898   
## 5 China 1999 212258 1272915272  
## 6 China 2000 213766 1280428583

table1

## # A tibble: 6 x 4  
## country year cases population  
## <chr> <int> <int> <int>  
## 1 Afghanistan 1999 745 19987071  
## 2 Afghanistan 2000 2666 20595360  
## 3 Brazil 1999 37737 172006362  
## 4 Brazil 2000 80488 174504898  
## 5 China 1999 212258 1272915272  
## 6 China 2000 213766 1280428583

separate(table3, rate, into = c("cases", "population"), sep = "/") # 무족권..,.,.,.char 형태로 남아있다.

## # A tibble: 6 x 4  
## country year cases population  
## \* <chr> <int> <chr> <chr>   
## 1 Afghanistan 1999 745 19987071   
## 2 Afghanistan 2000 2666 20595360   
## 3 Brazil 1999 37737 172006362   
## 4 Brazil 2000 80488 174504898   
## 5 China 1999 212258 1272915272  
## 6 China 2000 213766 1280428583

separate(table3, rate, into = c("cases", "population"), sep = "/", convert = TRUE) # 이후에 계산으로 쓰고 싶으면 convert = TRUE

## # A tibble: 6 x 4  
## country year cases population  
## \* <chr> <int> <int> <int>  
## 1 Afghanistan 1999 745 19987071  
## 2 Afghanistan 2000 2666 20595360  
## 3 Brazil 1999 37737 172006362  
## 4 Brazil 2000 80488 174504898  
## 5 China 1999 212258 1272915272  
## 6 China 2000 213766 1280428583

separate(table3, rate, into = c("cases", "population"), sep = 2) # 나누는 글의갯수 정해주기, 숫자 만큼 나눠주기

## # A tibble: 6 x 4  
## country year cases population   
## \* <chr> <int> <chr> <chr>   
## 1 Afghanistan 1999 74 5/19987071   
## 2 Afghanistan 2000 26 66/20595360   
## 3 Brazil 1999 37 737/172006362   
## 4 Brazil 2000 80 488/174504898   
## 5 China 1999 21 2258/1272915272  
## 6 China 2000 21 3766/1280428583

separate(table3, rate, into = c("cases", "population"), sep = 2, convert = TRUE)

## # A tibble: 6 x 4  
## country year cases population   
## \* <chr> <int> <int> <chr>   
## 1 Afghanistan 1999 74 5/19987071   
## 2 Afghanistan 2000 26 66/20595360   
## 3 Brazil 1999 37 737/172006362   
## 4 Brazil 2000 80 488/174504898   
## 5 China 1999 21 2258/1272915272  
## 6 China 2000 21 3766/1280428583

table5 <- separate(table3, year, into = c("century", "year"), sep = 2) # convert = TRUE  
table5

## # A tibble: 6 x 4  
## country century year rate   
## \* <chr> <chr> <chr> <chr>   
## 1 Afghanistan 19 99 745/19987071   
## 2 Afghanistan 20 00 2666/20595360   
## 3 Brazil 19 99 37737/172006362   
## 4 Brazil 20 00 80488/174504898   
## 5 China 19 99 212258/1272915272  
## 6 China 20 00 213766/1280428583

####################  
# uniting  
# unite(): 여러개의 column 을 하나의 column 으로 합쳐줌.  
  
# unite()에서는 두번째 인자부터 나열된 변수들의 값을 “\_“를 이용하여 연결한 후 첫번째  
# 인자에 지정된 값의 변수에 저장한다.  
table5 %>% unite(new, century, year)

## # A tibble: 6 x 3  
## country new rate   
## <chr> <chr> <chr>   
## 1 Afghanistan 19\_99 745/19987071   
## 2 Afghanistan 20\_00 2666/20595360   
## 3 Brazil 19\_99 37737/172006362   
## 4 Brazil 20\_00 80488/174504898   
## 5 China 19\_99 212258/1272915272  
## 6 China 20\_00 213766/1280428583

# sep 옵션을 이용하여 연결문자 지정  
table5 %>% unite(new, century, year, sep = "") # sep = 연결 문자 지정. 여전히 char로 읽는다

## # A tibble: 6 x 3  
## country new rate   
## <chr> <chr> <chr>   
## 1 Afghanistan 1999 745/19987071   
## 2 Afghanistan 2000 2666/20595360   
## 3 Brazil 1999 37737/172006362   
## 4 Brazil 2000 80488/174504898   
## 5 China 1999 212258/1272915272  
## 6 China 2000 213766/1280428583

# table5 %>% unite(new, century, year, sep = "", convert = TRUE) # convert 옵션 없어  
# Error: `TRUE` must evaluate to column positions or names, not a logical vector  
# In addition: Warning message:  
# 'glue::collapse' is deprecated.  
# Use 'glue\_collapse' instead.  
# See help("Deprecated") and help("glue-deprecated").   
  
  
  
###################  
# Missing values  
# Missing 의 종류  
# - explicitly missing: 자료는 있으나 파악되지 못하여 NA 로 표시  
# – implicitly missing: 자료가 존재하지 않는 경우  
stocks <- tibble(year = c(2015,2015,2015,2015,2016,2016,2016),  
 qtr = c(1,2,3,4,2,3,4),  
 return = c(1.88,0.59,0.35,NA,0.92,0.17,2.66))  
stocks

## # A tibble: 7 x 3  
## year qtr return  
## <dbl> <dbl> <dbl>  
## 1 2015 1 1.88  
## 2 2015 2 0.59  
## 3 2015 3 0.35  
## 4 2015 4 NA   
## 5 2016 2 0.92  
## 6 2016 3 0.17  
## 7 2016 4 2.66

# 2015년 qtr4 자료 = explictly missing   
# 2016년 qtr1 자료 = implicit missing  
# spread 사용하여 implicit missing 을 explictly missing 으로 만들어준다  
stocks %>% spread(year, return)

## # A tibble: 4 x 3  
## qtr `2015` `2016`  
## <dbl> <dbl> <dbl>  
## 1 1 1.88 NA   
## 2 2 0.59 0.92  
## 3 3 0.35 0.17  
## 4 4 NA 2.66

# spread 와 gather 동시에 사용해서 missing 모두 드러낸다  
stocks %>% spread(year, return) %>%   
 gather(year, return, `2015`, `2016`)

## # A tibble: 8 x 3  
## qtr year return  
## <dbl> <chr> <dbl>  
## 1 1 2015 1.88  
## 2 2 2015 0.59  
## 3 3 2015 0.35  
## 4 4 2015 NA   
## 5 1 2016 NA   
## 6 2 2016 0.92  
## 7 3 2016 0.17  
## 8 4 2016 2.66

# explicit missing 을 제거하고 싶은 경우에는 na.rm=TRUE 옵션을 이용  
stocks %>% spread(year, return) %>%   
 gather(year, return, `2015`, `2016`, na.rm = TRUE)

## # A tibble: 6 x 3  
## qtr year return  
## \* <dbl> <chr> <dbl>  
## 1 1 2015 1.88  
## 2 2 2015 0.59  
## 3 3 2015 0.35  
## 4 2 2016 0.92  
## 5 3 2016 0.17  
## 6 4 2016 2.66

# gather()과 spread()는 대칭적인 함수인가  
# (gather 와 spread 를 거치면 같은 자료가 되는가)? 안된다!!!!!  
# 처음의 stocks 에서 변수들은 모두 double, 그러나 spread, gather 을 거친 후에는  
# spread 에서 변수 이름으로 쓰인 year 가 character 로 바뀜.  
  
####################  
# complete  
# complete() 함수를 이용하여 implicit missing 을 exlicit missing 으로 변환.  
# complete(): 모든 unique combination 을 찾아서 만들어줌. missing 은 NA 로 채우기.  
stocks %>% complete(year, qtr)

## # A tibble: 8 x 3  
## year qtr return  
## <dbl> <dbl> <dbl>  
## 1 2015 1 1.88  
## 2 2015 2 0.59  
## 3 2015 3 0.35  
## 4 2015 4 NA   
## 5 2016 1 NA   
## 6 2016 2 0.92  
## 7 2016 3 0.17  
## 8 2016 4 2.66

treatment<-tribble( # row - by -row 는 tribble  
 ~person, ~treatment,~response,  
 "DW",1,7,  
 NA,2,10,  
 NA,3,9,  
 "KB",1,4)  
  
treatment

## # A tibble: 4 x 3  
## person treatment response  
## <chr> <dbl> <dbl>  
## 1 DW 1 7  
## 2 <NA> 2 10  
## 3 <NA> 3 9  
## 4 KB 1 4

####################  
# fill() : missing을 LOCF(Last Observation Carried Forward)규칙에 따라 채워준  
fill(treatment, person) # NA 값 채워짐

## # A tibble: 4 x 3  
## person treatment response  
## <chr> <dbl> <dbl>  
## 1 DW 1 7  
## 2 DW 2 10  
## 3 DW 3 9  
## 4 KB 1 4